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I propose to parallelize sorting, probably quick sort. My first exposure to parallelizing sort-
ing was from an earlier lecture in this course. I will explore several different approaches to this
objective, similar to the approach taken in the first lab. I will first implement the fastest serial
implmentation I can achieve for sorting, and then move on to parallelization. I hope to find several
ways to speed up the algorithm through parallelization, and plan on researching the topic exten-
sively. Below I have listed some references. I will also carefully analyze the running time of the
algorithm I implement, and possibly explore some related algorithms such as a non-random version
of quick sort (although the literature I've read indicates that the deterministic version of quick sort
runs a constant factor slower than the randomized version of insertion sort in expected run time).

Here is a more formal listing of the goals I hope to achieve. I first plan on researching the
topic to attempt to verify that the scope of the problem is appropriate as outlined below. Second,
as mentioned above, I will implement a fast serial implementation of quick sort. Third, I will
implement a basic parallel version of quick sort. Fourth, I will carefully analyze the runtime of the
algorithm. Fifth, I will verify the runtime analysis with empirical testing. Sixth, I hope to find
several speedups on the basic parallel implementation.

I think this is an appropriate project for a single person in a 12 unit course. I feel the scope of
this project can be considered on par with Lab 1, but will be accomplished by one person instead
of two. In addition, while for Lab 1, several known possible speedups weren’t implemented, I plan
on leaving no stone unturned so to speak. The sixth goal outlined above is where I hope to spend
a significant portion of my time. If the previous 4 goals are very easy, I can spend a lot of time
searching for speedups, while if the other goals are more difficult than I anticipated, I can spend
less time searching for speedups.

Lastly, if this project seems to be too small in scope, I am also prepared to investigate a different
algorithm such as a solution to the max-flow problem. My first exposure to this problem was in
the class “Network Optimizations” but I haven’t explored parallel solutions to the problem. I have
been told by Sean Lie, who has previously looked into parallel solutions to the problem, that this
problem is significantly harder than a sorting algorithm, so depending on how small the quick sort
problem is (after some amount of investigation, but hopefully before significant implementation
occurs) I will switch over to the max-flow problem. Any feedback on the scope of either of these
projects would be greatly appreciated.
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